**Chapter 8. AWS Orchestration Services**

**A NOTE FOR EARLY RELEASE READERS**

With Early Release ebooks, you get books in their earliest form—the authors’ raw and unedited content as they write—so you can take advantage of these technologies long before the official release of these titles.

This will be the 12th chapter of the final book. Please note that the GitHub repo will be made active later on.

If you have comments about how we might improve the content and/or examples in this book, or if you notice missing material within this chapter, please reach out to the editor at *mpotter@oreilly.com*.

For running systems at large scale, multiple components interact and coordinate with each other to perform any task referred to as orchestration. This communication and coordination between application components can be managed by different AWS services and we can pick and choose our services based on our use-case. In this chapter, we’ll deep dive into core orchestration services such as [Simple Notification Service](https://docs.aws.amazon.com/sns/latest/dg/welcome.html) (SNS) which can be used to broadcast a message to multiple subscribers and [AWS Step Functions](https://aws.amazon.com/step-functions/getting-started/) which can be used for coordination and execution of different AWS or custom services in specific order.

We’ll start off with discussion around AWS services which are helpful in achieving publisher-subscriber design pattern in the AWS Cloud environment such as [Simple Queue Service](https://docs.aws.amazon.com/AWSSimpleQueueService/latest/SQSDeveloperGuide/welcome.html) (SQS), SNS & [Amazon Managed Streaming for Apache Kafka](https://docs.aws.amazon.com/msk/latest/developerguide/what-is-msk.html) (MSK) and then later on move on to monitoring, authorization and authentication services such as [CloudWatch](https://aws.amazon.com/cloudwatch/" \t "_blank), [Amazon Cognito](https://aws.amazon.com/cognito/) and [AWS IAM](https://docs.aws.amazon.com/IAM/latest/UserGuide/introduction.html).

**Amazon Managed Streaming for Apache Kafka**

We discussed message brokers and their architecture in Chapter 8. Apache Kafka is an open-source message broker and event streaming platform used extensively for designing event driven architectures. AWS offers managed service for Apache Kafka to reduce operational overhead on the customer’s end, allowing them to focus more on developing software rather than infrastructure deployment and maintenance of Apache Kafka clusters. Amazon MSK exposes control-plane operations such as create, update & deletion of clusters and data-plane operations such as production and consumption of events to customers.

When [setting up](https://docs.aws.amazon.com/msk/latest/developerguide/getting-started.html) the Amazon MSK cluster,we specify the number and type of broker nodes along with storage capacity in each AZ. A minimum of two AZ must be selected to ensure high cluster availability. Amazon MSK automatically detects broker failures and replaces the node with a healthy node with the same IP address. Similar to multiple other services in the AWS environment, Amazon MSK is also offered in two capacity modes, Serverless and Provisioned. We can choose the Serverless option to let AWS worry about infrastructure configuration while Provisioned allows us to select nodes and storage configurations. Additionally, the coordination and synchronization between the broker nodes is managed via [Zookeeper](https://zookeeper.apache.org/) (discussed in Chapter 5) nodes and Amazon MSK creates these nodes for us.

The next set of configurations in cluster setup are related to networking, security and monitoring. You should select AZs and subnets in which brokers should be launched and then define security measures. First let’s discuss on how clients can access Amazon MSK cluster:

*Unauthenticated access*

As the name suggests, we can allow clients to directly access our cluster without any authentication, though this is not a recommended way to configure access control.

*IAM role based access*

The access to Amazon MSK cluster is managed by IAM roles and associated IAM policies.

*SASL/SCRAM authentication*

[SASL/SCRAM](https://docs.aws.amazon.com/msk/latest/developerguide/msk-password.html) means Simple Authentication and Security Layer/Salted Challenge Response Mechanism. We essentially use sign-in credentials (username and password) for clients and store them to [Amazon Secrets Manager](https://docs.aws.amazon.com/secretsmanager/latest/userguide/intro.html) associated with a secret resource. This provides a secure method of cluster access while Amazon Secrets Manager takes full responsibility for audit, update and rotation of credentials. Additionally, we can share the same credentials across the clusters as necessary.

*TLS Authentication*

We can use TLS authentication for client access and store these certificates in Amazon Certificate Manager ([ACM](https://docs.aws.amazon.com/acm/latest/userguide/acm-overview.html)).

For data security, we can encrypt our data both at rest and in-transit. Encryption at rest can be enabled by AWS managed or customer managed key. For in-transit encryption, we can use TLS encryption for communications within the cluster and use PlainText or TLS Encryption or both for communication between broker and clients.

[Amazon Kinesis](https://aws.amazon.com/kinesis/) is another service which provides data streaming capabilities similar to Amazon MSK and we’ll deep dive into it in the next chapter. AWS also offers SNS and SQS (which we’ll discuss shortly) which can be used for creation of topics for publishing events and the same can be consumed by multiple consumers such as SQS. In Chapter 11, we discussed why customers might prefer EKS instead of ECS for launching their applications. The similar analogy applies here, Kafka is an open source message broker service which can be used in place of SNS-SQS. The reasons you might choose it are similar as well—you could be migrating your workloads to AWS Cloud or running existing workloads on AWS Cloud, or you just love open-source software with full visibility on development features. Let’s move our attention to SQS and SNS now which can be used in place of Amazon MSK for management of topics and queues.

**Amazon Simple Queue Service**

Chapter 1 introduced you to the concept of asynchronous communication and Chapter 7 to Message Queues. SQS is a fully managed AWS queue service which automatically scales as per customer traffic requirements. It is a highly available service which doesn’t require any maintenance and deployment work from the customer’s end. Some key use-cases where SQS stands out are:

*Application decoupling*

Two microservices don’t interact with each other directly and communicate with SQS inbetween. This avoids any service dependency such that one service being down doesn’t impact the other.

*Back pressure control*

The client consuming messages from SQS can consume messages at its own rate. The messages in SQS are kept until a maximum of 14 days or as per customer configurations.

Let’s understand the important concepts and key considerations related to SQS:

*Visibility Timeout*

The message from the queue is not deleted after it is received by one consumer, instead it is kept in SQS owned temporary storage until a timeout setting, referred to as visibility timeout. Once the consumer processes the message, it should inform SQS to delete the message within the visibility timeout. In scenarios set up for no communication till visibility timeout, the message is made available again for other consumers to consume. It can have values from 0 seconds to 12 hours.

*Retention Period*

This is the amount of time the message is kept in the queue if not received by any consumers. It can have values from one minute to 14 days.

*Dead Letter Queue*

There may be scenarios where a consumer failed to process a message but we might need the message for use-cases such as retrying after sometime or for debugging purposes. This is where Dead Letter Queue(DLQ) can help—the consumer can push failed messages to DLQ for any further action at a later point of time.

*Maximum Message Size*

The maximum allowed message size is 256KB. This allowed size should be good enough for all standard use-cases but for scenarios with requirements for more than it, we recommend you consider S3 or DDB. The message can be stored as an S3 or DDB object and the same can be referenced in a SQS message.

*Message Delivery*

Two consumers can’t compete for a single message at the same time, only a single thread can process a message at once. This ensures reliability as multiple producers can send messages and multiple consumers can receive messages.

*SQS Types*

SQS offers two types of queues–Standard and FIFO. Standard queues don’t guarantee message ordering while FIFO guarantees message ordering, refer to Table 12-1 for a detailed comparison.

|  |  |  |
| --- | --- | --- |
| Comparison Parameter | Standard Queue | FIFO Queue |
| Message ordering | Message ordering works on the best effort basis. It is not guaranteed that messages are delivered in the same order they are received by SQS. | Message ordering is guaranteed. |
| Throughput | Unlimited throughput, scales as per customer needs. | Maximum allowed is 300 TPS. Additionally, requests can be batched in a batch of 10 so via this, essentially we can achieve a maximum of 3000 TPS. |
| Message Delivery | Messages might be delivered more than once to clients, standard queue ensures at least-once delivery. The application logic should be idempotent to avoid unexpected behavior. | Messages are delivered exactly once. |
| Cost | Relatively cheaper than FIFO. | [~25% costlier](https://aws.amazon.com/sqs/pricing/) than standard queues. |
| Table 8-1. Standard vs FIFO queues | | |

SQS is widely used with Simple Notification Service(SNS) to meet message broker requirements without actually maintaining any infrastructure such as support use-case of [messaging fanout](https://aws.amazon.com/getting-started/hands-on/send-fanout-event-notifications/). For a single message to be delivered to multiple recipients, it can be published to an SNS topic to which multiple SQS are subscribed to. The copy of the message is sent to each SQS from which it can be independently processed by clients. Let’s dig more into SNS—we’ll discuss what use-cases it solves and how it differs from SQS.

**Amazon Simple Notification Service**

SNS is an intermediary service which enables communication between producers and consumers. A producer essentially publishes a message to a SNS topic and then SNS holds the responsibility to forward this message to all the subscriptions (aka consumers) via push mechanism. The supported consumers are Amazon Kinesis Data Firehose streams, SQS, Lambda, HTTP(S) endpoints, email, mobile push notifications and mobile text messages. Going back to our Cafe Delhi Heights restaurant example from previous chapters, let’s think a little bit about different offers and coupons we get on our phones. As your phone number is saved to the restaurant system and you agree to receive text messages, the restaurant sends messages if there are any new offers or discounts. Here, the restaurant is a message producer which publishes messages to discount channels and we as subscribers get these messages.

Before moving onto important concepts related to SNS, let’s understand the main differences between SQS and SNS via Table 12-2.

|  |  |  |
| --- | --- | --- |
| Comparison Parameter | SQS | SNS |
| Message Delivery mechanism | Application should poll messages from SQS. | SNS pushes the messages to its subscribers. |
| Parallelism | Only a single consumer can access a message at any time and it’s the consumer’s responsibility to delete messages from the queue once processed. | SNS pushes messages to all its consumers in parallel and each consumer can process the message independently. |
| Message Delivery Latency | As it’s the application’s responsibility to poll messages from SQS, it can introduce some latency. | Messages are delivered to consumers as soon as they are published (near real-time) to SNS topics. |
| Table 8-2. SQS and SNS comparison | | |

From the above differences, it’s clear that both SQS and SNS solve different use-cases and one service should not be seen as a replacement to another service. Now, let’s explore more on SNS by looking into important concepts and key considerations related to SNS:

*Message Attributes*

Message attributes are optional metadata items that can be sent along with the message body of messages, represented by key, value and type with supported types being String, String.Array, Binary and Number. These attributes can be used to take appropriate action on a message without processing the message body. Message attributes can optionally be used to filter messages at subscriber level. For example, a SNS topic publishes weather condition messages for the entire Asia continent and it has the country code included in the message attributes. So if the application only wants to process India-specific messages, it can directly filter out other messages without even reading the message.

*Message Filtering*

You saw one example above of how message attributes can be helpful in message filtering. This is achieved via assigning a filter policy to topic subscription, this way only the intended messages are delivered to subscribers. Filter policy can also be applied on the message body, though the message body should be a well-formed JSON object.

*Message Durability*

The message received from the publisher is stored across multiple AZs before acknowledging success. This ensures message availability even during AZ downtimes.

*Message Delivery Failure Handling*

There can be scenarios when a subscriber is not available to receive messages, so SNS has a retry policy based on the [delivery protocol](https://docs.aws.amazon.com/sns/latest/dg/sns-message-delivery-retries.html) to overcome unavailability issues. In case the message is not delivered even after retries, we can configure a dead-letter queue so messages are pushed there and can be polled when our system comes back online.

*Message Security*

To ensure data security or to handle sensitive data, we can [enable Server Side Encryption](https://docs.aws.amazon.com/sns/latest/dg/sns-enable-encryption-for-topic.html) (SSE) on SNS topics by specifying an AWS KMS key. Once enabled, SNS encrypts the received message and stores it in encrypted form. The message is decrypted when it is being forwarded to topic subscribers. SSE only encrypts the message body so we recommend avoiding storing any sensitive information in topic and message metadata.

*Message Ordering*

To cater strict message ordering needs and prevent message duplication, SNS supports [FIFO topics](https://docs.aws.amazon.com/sns/latest/dg/sns-fifo-topics.html) similar to what we discussed in SQS. We can use standard topics by default if there are no such requirements.

A combination of SQS, Lambda and SNS is widely used for multiple use-cases to support event-driven asynchronous architecture and orchestrate simple workflows. For use-cases with requirements to orchestrate complex workflows in event-driven steps, let’s explore AWS’s offered workflow orchestration services.

**Workflow Orchestration**

AWS offers two workflow orchestration services, Step Functions and Amazon Managed Workflow for Apache Airflow (MWAA). Let’s take a simple example of online food ordering at our favorite restaurant–Cafe Delhi Heights. The sequence of steps to place an order after food selection are: process payment, send food order requests to restaurants, choose delivery partners, and track delivery, as shown in [Figure 8-1](https://learning.oreilly.com/library/view/system-design-on/9781098146887/ch08.html#fig_1_aws_step_function_food_ordering_workflow). Both the offered services are fully managed by AWS so customers can focus on building their applications without any worry of infrastructure maintenance. Increased application reliability is the main benefit of executing application logic in steps as it ensures independent execution(issues in one component don’t impact others) and proper failure handling.
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**Figure 8-1. AWS Step Function Food Ordering Workflow**

AWS Step Functions is an Amazon proprietary service, while Amazon MWAA is built on top of open-source [Apache Airflow](https://airflow.apache.org/). Let’s explore more on both of these options.

**AWS Step Functions**

AWS Step Functions (SFn) is an AWS fully managed serverless and visual workflow orchestration service which helps customers to create and run [state machines](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-state-machine-structure.html) with ease to coordinate among the distributed applications components. Here are some basic terms you need to know in order to fully understand SFn:

*State Machine*

A state machine represents the orchestration workflow as a sequence of steps, relationship among them and their input & output. These steps coordinate among themselves and interact with different components such as an [Activity](https://docs.aws.amazon.com/step-functions/latest/dg/concepts-activities.html), Lambda Function, SQS, DynamoDB or any [other service](https://docs.aws.amazon.com/step-functions/latest/dg/concepts-service-integrations.html) to complete a specific operation.

*Task*

A single state or step in state machine is referred to as a task, which determines action to be executed, such as calling Lambda to fetch an object from a S3 bucket and parse it. In short, a single state’s responsibility is to take input from the previous state, execute specified work and pass on the output to the next state.

*Activity*

A task holds responsibility to perform some work—the work can be executed by workers on an EC2 machine, ECS, Lambda function or any application with the ability to make HTTP connections hosted anywhere. This is enabled by SFn feature called activity. A SFn workflow step awaits for activity workers to poll SFn for work via [GetActivityTask](https://docs.aws.amazon.com/step-functions/latest/apireference/API_GetActivityTask.html" \t "_blank) API, complete the work and send execution callback to SFn via [SendTaskSuccess](https://docs.aws.amazon.com/step-functions/latest/apireference/API_SendTaskSuccess.html" \t "_blank) or [SendTaskFailure](https://docs.aws.amazon.com/step-functions/latest/apireference/API_SendTaskFailure.html" \t "_blank) API. The timeout value to wait for callback can be configured in task definition as per the nature of application and your use-case.

We use [Amazon States Language (ASL)](https://states-language.net/spec.html) or SFn console to create our workflows. ASL is JSON based structured language to define workflow states declaratively as described in the code snippet:

{

    "Comment": "Amazon States language Example",

    "StartAt": "Hello World",

    "States": {

    "Hello World": {

      "Type": "Task",

      "Resource": "arn:aws:lambda:us-east-1:123456789012:function:HelloWorld",

      "End": true

    }

  }

}

SFn always encrypts the data at rest using transparent server-side encryption and all the data being passed from SFn to any integrated services is encrypted using Transport Layer Security (TLS). This ensures protecting our sensitive data without any operational overhead. The action being taken by the state is determined by the type of state. Here are different state types that we can choose from while designing our state machine:

*Pass*

The [Pass state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-pass-state.html) doesn’t perform any work and just passes its input as its output. This state is mostly useful in state machine debugging and can also be used in [transforming input](https://docs.aws.amazon.com/step-functions/latest/dg/input-output-inputpath-params.html) so as transformed data is passed to the following state.

*Task*

As we discussed in previous sections, task essentially performs the work in a state machine. The [Task state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-task-state.html) represents a single unit of work via a Lambda function, activity or API actions of different AWS services.

*Choice*

The [Choice state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-choice-state.html) is similar to the if-else statement of any programming language. It is a conditional statement that evaluates to true or false to determine further actions to be taken in a state machine.

*Wait*

The [Wait state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-wait-state.html) helps in taking a pause action during state machine workflow execution. The timeout value can be a relative value in seconds from state start time or an absolute time as exact timestamp.

*Succeed*

The [Succeed state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-succeed-state.html) is terminal state to stop workflow execution successfully.

*Fail*

The [Fail state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-fail-state.html) is the opposite of Succeed state and stops the workflow execution with failure. We can also explicitly catch the failure to take any specific action or just ignore failure to move onto the following state.

*Parallel*

The [Parallel state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-parallel-state.html) is helpful in adding multiple branches in a state machine. This can be helpful in executing independent states in parallel to make workflow processing faster.

*Map*

The [Map state](https://docs.aws.amazon.com/step-functions/latest/dg/amazon-states-language-map-state.html) is helpful to run a set of workflow steps in parallel for each item in the dataset as a JSON array or CSV file. Map state supports [inline](https://docs.aws.amazon.com/step-functions/latest/dg/concepts-asl-use-map-state-inline.html) and distributed mode of operation and we can select one of them as per our requirements.

* Inline mode supports input as a JSON array from the previous step and can run up to 40 concurrent executions and the execution history should not exceed 25,000 entries.
* Distributed mode can support JSON or CSV files stored in Amazon S3 or a JSON array from the previous step. This mode offers high concurrency as compared to inline mode and supports up to 10,000 parallel executions without any hard limit on execution history.

**NOTE**

The difference between parallel and map state is support for dynamic parallelism. We define multiple branches to be executed in parallel in parallel state while map state can create parallel child branches dynamically based on input.

We should always be prepared for service disruption and to overcome failure scenarios in SFn, we recommend adding [error handling, retry mechanisms](https://docs.aws.amazon.com/step-functions/latest/dg/concepts-error-handling.html) and alerting mechanisms as applicable for better success of the state machine.

The business requirements vary from use-case to use-case, such as event processing volume, system durability, workflow execution time, idempotency, etc. To address these different requirements, SFn is offered in two types–Standard and Express workflows. The detailed comparison of these two types is captured in Table 12-3.

|  |  |  |
| --- | --- | --- |
| Comparison Parameter | Standard Workflows | Express Workflows |
| Primary use-case | Used for long running workloads(up to 1 year), durable and auditable workflows such as ETL workloads. | Used for short lived (up to 5 years) high-volume event-processing workloads such as streaming data processing. |
| Execution model | Workflow is executed exactly once unless explicit retry behavior is in place. | Support is available for both synchronous and asynchronous execution models. The execution is at-least once for async and at-most once for sync workflows. Sync workflows can be invoked from API Gateway, Lambda function or by using [StartSyncExecution](https://docs.aws.amazon.com/step-functions/latest/apireference/API_StartSyncExecution.html" \t "_blank) API call. |
| Support for SFn activities | Supported with a maximum of 1000 pollers allowed on the same activity arn. | Not supported. |
| Execution history | Maximum 25,000 entries in execution event history. To avoid this, we can explore using the Distributed mode Map state or starting a new state machine from Task state of running state machine execution. | No hard limit on the number of events. |
| Table 8-3. Standard and Express workflow comparison | | |

**NOTE**

The type selection should be an informed choice as it can’t be changed after workflow creation.

We can use the AWS SFn console to debug our workflows for failures on any other analysis, such as execution time, input, output, failure reason, retry mechanism, etc. which helps in diagnosing production issues with ease.

**Amazon Managed Workflow for Apache Airflow**

[Apache Airflow](https://airflow.apache.org/) is an open-source tool to programmatically create, schedule and monitor workflows. Amazon MWAA uses message queues to orchestrate an arbitrary number of workers to desired scale, but it also comes with setup and operational management cost. AWS takes this workload off the customer’s plate and offers Amazon MWAA as a managed service to scale as necessary. Here are some features which distinguishes it from open-source tools:

*Scalability*

We can define minimum and maximum of workers for the Amazon MWAA environment and AWS handles the capacity management.

*Security*

We can use IAM roles and policies for different AWS services access management and additionally, all the workers and schedulers run in [Amazon MWAA’s VPC](https://docs.aws.amazon.com/mwaa/latest/userguide/vpc-vpe-access.html) ensuring private fleet management. All data is encrypted by default using AWS KMS as added security. We can enable private or public access modes as necessary by using [AWS IAM](https://docs.aws.amazon.com/mwaa/latest/userguide/access-policies.html) policies and [AWS IAM Identity Center](https://aws.amazon.com/iam/identity-center/). Public access mode ensures accessibility of Apache Airflow server over the internet via VPC endpoint while private access mode is only accessible in your VPC.

*Operations Management*

The setup is very easy with a few clicks in the AWS console and we don’t have to worry about version upgrades or applying any security patches.

*Monitoring*

To monitor and analyze Amazon MWAA tasks and workflows, we can use Apache Airflow logs and Apache Airflow metrics in CloudWatch.

We require logs and metrics capabilities to monitor our own application health as well as the health of AWS resources we’re using to create our infrastructure. Let’s turn our attention to CloudWatch service which offers these features.

**Amazon CloudWatch**

Launching an application on AWS Cloud infrastructure is the first step, but now we have to ensure this application keeps on running, serving customer traffic without any issues. To monitor application health and debug any issues that occur, AWS offers CloudWatch. CloudWatch helps with storage & search capability on application logs, visualizing application metrics & dashboards and setting up alerts on any unexpected application behavior.

**Application Logs**

As applications run to serve customer requests, there are logs generated—these can be custom logs or language runtime specific logs. These logs are helpful in debugging any issue that has occurred in the system. We can publish logs to CloudWatch in real time for any compute platform we’re using and look for specific error logs via CloudWatch search functionality or CloudWatch Insights feature. Here are some key features and terminology associated to CloudWatch logs:

*Logs Storage*

CloudWatch can act as a central repository of all of our application or other AWS services logs. The logs are part of log streams, which are a sequence of log events that share the same source. Further all the log streams with similar properties such as source, retention, monitoring and access control settings are part of a log group. For example, software applications have been set up to create hourly log streams which means every hour a log stream can be created similar to log\_stream\_2023\_05\_15\_07 (log\_stream\_name\_year\_month\_day\_hour).

*Personal Information Identification Data*

We should avoid logging any personal identification information such as social security numbers, medical history, credit card details, etc. This might be pushed to production by mistake and to detect such logs, CloudWatch provides a capability to [identify and mask](https://docs.aws.amazon.com/AmazonCloudWatch/latest/logs/mask-sensitive-log-data.html) the log statement by leveraging pattern matching and machine learning.

*Logs Search*

We definitely need a search capability on the top of logs to help with debugging. CloudWatch supports multiple filters by following pattern matching syntax. We can additionally use these filters to identify specific patterns in logs and publish a metric for it such as counting ERROR 400 for a particular API.

CloudWatch offers Log Insights as an additional feature for interactive search, analysis and visualization of logs data. We can search in up to 50 log groups in a single request via supported [query language](https://docs.aws.amazon.com/AmazonCloudWatch/latest/logs/CWL_QuerySyntax-examples.html). For example, total number of InternalServerException across five microservices log groups.

For general visualization such as CPU utilization or total invocations of an API where we don’t want to run queries to plot graphs on top of data, the effective way is to utilize CloudWatch metrics and CloudWatch alarms can be used for raising alerts for any unexpected behavior.

**Metrics and Alarms**

CloudWatch metrics helps in application monitoring and enables users to search & graph metrics and create alarms on top of them. For example, it can plot service custom metrics such as number of 500 HTTP error codes and raise an alarm if, for a continuous 15 minutes, the total count of 500 HTTP errors per minute is greater than 10. Let’s dig into metrics and alarms in a little more detail.

**Metrics**

A metric is essentially a time-ordered set of data points being sent to CloudWatch for visualization. As mentioned in the previous section, the metrics can be AWS resource metrics or custom application metrics. Most of the AWS services publish some default metrics without charging customers, and we can definitely further tune them as necessary—for example, with minute level granularity. Similar to Log Insights, [CloudWatch Metrics Insights](https://docs.aws.amazon.com/AmazonCloudWatch/latest/monitoring/query_with_cloudwatch-metrics-insights.html" \t "_blank) feature can be used to query and find patterns on different published metrics and further create alarms on them. Let’s understand some terminology associated with metrics:

*Namespace*

Namespace is a root level identifier to distinguish metrics from one another. For example, EC2 service metrics are captured in the EC2 namespace. Similarly we can create our custom namespaces, for example, multiple microservices in a single AWS account can be separated by namespaces.

*Dimensions*

Dimension is a metric identification property represented by name-value pairs. A single metric can have up to 30 dimensions associated with it. For example, for representing API latency of specific operation of an application, the namespace is application name with two dimensions as API name and metric type.

*Metric Resolution*

You can choose between standard resolution and high resolution, depending on the granularity required for your use-case. Metrics are available at a minimum of 1-minute granularity in standard resolution or 1-second in the case of high resolution.

*Statistics*

Statistics can be used for data aggregation over a period of time—a couple of examples are maximum latency or sum of API invocations in the last hour. We can choose from a [list of supported statistics](https://docs.aws.amazon.com/AmazonCloudWatch/latest/monitoring/Statistics-definitions.html) according to our business needs, such as Maximum, Minimum, SampleCount, Sum, Average, Percentile, etc. Further, each statistic has a [unit associated](https://docs.aws.amazon.com/AmazonCloudWatch/latest/APIReference/API_MetricDatum.html) with it, such as count, percent, seconds, etc.. For example, the average CPU Utilization in the last hour would be shown as 75 percent.

The CloudWatch metrics can also be streamed for further analysis to the destination of our choice in near real-time in JSON or [OpenTelemetry 0.7.0](https://docs.aws.amazon.com/AmazonCloudWatch/latest/monitoring/CloudWatch-metric-streams-formats-opentelemetry.html" \t "_blank) format. A single metric stream can include up to 1000 filters which are helpful in streaming selected metrics, giving us control on the metrics we want to stream.

Some use-cases where this could be helpful are:

* Deliver metrics to S3 via Amazon Kinesis Data Firehose Delivery Stream. This can be useful (along with billing data) to look for cost optimization and resource performance.
* Third-party service providers can be chosen as a destination for monitoring and troubleshooting applications.

Metrics are good for visualization and debugging purposes but for raising an alarm or sending a notification for unexpected behavior, we should set up alarms.

**Alarms**

Application monitoring is an important aspect for maintaining application health and alarms help to monitor application metrics and notify users or other applications to take appropriate action when the configured thresholds are breached. For example, you can take auto scaling action by adding one instance when an application’s EC2 CPU utilization is greater than 75 percent and remove one instance when it is less than 30 percent. Let’s discuss the important things to consider when setting up alarms:

*Metric*

An alarm is set up on top of a single metric or a math expression on a combination of metrics. To set up an alarm, it should include all metric information such as metric namespace, metric name and all dimensions.

*Alarm Conditions*

An alarm is invoked when specific conditions are met and these conditions are defined by  parameters such as threshold type, alarm condition, data points to alarm and missing data treatment.

* There are two supported types of threshold configurations: static and anomaly detection.
* Static configuration can be used to configure a specific threshold value on greater than, greater/equal to, lower than and lower/equal to alarm conditions.
* Anomaly detection allows the use of a band of values as a threshold with supported conditions as outside of the band(greater than or less than), lower than and greater than the band.
* We might not always want to raise an alarm with just one metric data point. This is a configurable property for an alarm and can be set up as per alarm requirement.
* There can be scenarios when metric is not pushed to CloudWatch—this can be due to application issues or if there was no actual metric to be published for a specific time period. In both of these cases, we can define how to treat the missing data. The supported behaviors are missing data being treated as good (within the threshold), bad (breaching the threshold), ignored (maintaining current alarm state) and missing (transition alarm to insufficient data for alarm condition evaluation).

*Configurable Actions*

The alarm can be in three states: ok state, in-alarm state or insufficient data to evaluate alarm. The alarm actions can be configured on state transition from one to another. The supported alarm actions are notification, auto scaling action, EC2 action, and systems manager action.

* Notification action allows us to notify people via sending a message to the Simple Notification Service (SNS) topic.
* Auto Scaling action allows us to add or remove instances from an auto scaling group as per alarm threshold.
* EC2 action allows us actions such as rebooting, stopping, terminating or recovering of an EC2 instance.
* We can also set up [Systems Manager](https://docs.aws.amazon.com/systems-manager/latest/userguide/what-is-systems-manager.html) action by creating an [OpsItem](https://docs.aws.amazon.com/systems-manager/latest/APIReference/API_OpsItem.html" \t "_blank) which the operations team can look into and take appropriate action on an alarm.

We can also create an alarm on top of multiple alarms, referred to as *composite alarm*. This can be helpful to reduce operation noise by configuring actions on composite alarms and skipping the same on child alarms. The composite alarm is invoked based on the configured conditions or [rule expressions](https://docs.aws.amazon.com/AmazonCloudWatch/latest/monitoring/Create_Composite_Alarm.html) such as reach to alarm state when all child alarms are in alarm state or any one of them in alarm state. For example, you could set up a composite alarm on application resource utilization such as CPU utilization, memory usage and storage space.

The alarms are activated on state change in metric based on a certain threshold. Similar to this, any state in AWS resources is captured via CloudWatch Events.

**CloudWatch Events**

AWS services or resources transition from one state to another state. For example, as we launch an EC2 machine, it transitions from PENDING to RUNNING state after its entire setup and configurations. These state changes can be streamed in near real-time via CloudWatch Events to a desired destination to take any appropriate action. CloudWatch Events can additionally be used to schedule automated actions using cron or rate expressions. For example, we could run a Lambda function everyday at 7 AM to aggregate the previous day’s earnings for our online food delivery restaurant. Some other [target destinations](https://docs.aws.amazon.com/AmazonCloudWatch/latest/events/WhatIsCloudWatchEvents.html) include EC2 instances, Amazon Kinesis Data Streams, ECS tasks, [System Manager Run Command](https://docs.aws.amazon.com/systems-manager/latest/userguide/run-command.html) and [Automation](https://docs.aws.amazon.com/systems-manager/latest/userguide/systems-manager-automation.html), SQS, SNS topics, etc.

AWS offers another service similar to CloudWatch Events called Amazon EventBridge. Both of these services have the same underlying architecture but Eventbridge provides more features to customers. Amazon EventBridge provides backward compatibility to CloudWatch Events APIs and works on a similar concept to CloudWatch Events—it receives an [event](https://docs.aws.amazon.com/eventbridge/latest/userguide/eb-events.html) for state change and applies an associated [rule](https://docs.aws.amazon.com/eventbridge/latest/userguide/eb-rules.html) to route this event to up to five [targets](https://docs.aws.amazon.com/eventbridge/latest/userguide/eb-targets.html).

AWS console automatically redirects to EventBridge page on selection of rules from CloudWatch console. We can also use the CloudWatch Events page, we recommend using EventBridge for more features, such as event ingestion from Software as a Service(SaaS) applications. Let’s discuss on few of these added benefits in more detail:

*Integration with Saas Providers*

Looking at an example of a [PagerDuty](https://www.pagerduty.com/" \t "_blank) application, it can be used to collect data from multiple platforms to provide an unified view to inform team members about any issue occurrence. Let’s say, based on a PagerDuty alert, there is a requirement to restart an EC2 machine. This action can be automated by sending an event to EventBridge and it can deliver that event action to a specific target. If we remove EventBridge from the picture here, polling and custom web hooks are mostly used to fetch data from third party providers to our software application. Polling can be compute-intensive—you might receive empty responses multiple times, whereas web-hooks require communication over the public internet. To address this, Amazon Eventbridge allows integration with [SaaS providers](https://aws.amazon.com/eventbridge/integrations/) over private AWS networks without exposing it to the public internet.

*Custom Event Buses*

Event bus provides a way to communicate from event senders to receivers. All events in CloudWatch Events are routed via the default event bus present in the AWS account, whereas Amazon EventBridge allows creation of [custom event buses](https://docs.aws.amazon.com/eventbridge/latest/userguide/eb-create-event-bus.html) specific to customer workloads and controlled access.

*Enhanced Rules*

Amazon EventBridge allows [content based filtering](https://aws.amazon.com/blogs/compute/reducing-custom-code-by-using-advanced-rules-in-amazon-eventbridge/) to filter values in events. This allows us to apply filtering at the EventBridge level, which helps our application to consume only required event traffic. Additionally we don’t need this filtering logic in our application.

*Schema Registry*

Amazon EventBridge stores schemas for AWS services, integrated SaaS provides and our custom events, helping with inference during our development process.

CloudWatch is an extremely important AWS service ensuring health monitoring of other AWS services and our own custom applications deployed in the AWS Cloud environment. Security of AWS services and resources is another important aspect to consider to avoid any misuse. The next section of this chapter explores AWS IAM service which we can use for access control mechanisms in our AWS account.

**AWS Identity and Access Management**

We touched upon using IAM at multiple places in this book to enable access control and enforce security measures in terms of authentication and authorization for different AWS resources or our overall AWS account. As you create your AWS account for the first time, you log in via root user credentials (with full administrative access) but when accessing different resources or allowing multiple people to login and access an AWS account, we recommend you provide only required access to avoid any mis-use. This permissions granularity is defined via IAM users, groups, roles and policies. For example, a support engineer might only have read-only access for CloudWatch logs but a DevOps engineer might have access to create new log groups or delete existing log groups.

Before we dive deep into more features and benefits of IAM, let’s discuss the basic terminology:

*Root User*

Root user is the user generated as you create your AWS account with email and password credentials. The root user has essentially all the permissions to perform any action in an AWS account and it can’t be denied access by any explicit IAM policies. AWS Organizations [Service Control Policy](https://docs.aws.amazon.com/organizations/latest/userguide/orgs_manage_policies_scps.html) (SCP) can be used to limit permissions of root user of a member account.

We recommend creating a separate administrative user to perform day-to-day tasks and only use the root credentials for [tasks](https://docs.aws.amazon.com/accounts/latest/reference/root-user-tasks.html) which can only be performed by root user, such as account deletion, sign up for AWS GovCloud(US), register as seller, etc.

*IAM User*

IAM users can represent a person or service with a specific set of permissions to perform a task. IAM users have long term credentials and don’t expire over time. The credentials can be a username & password for logging to AWS console or combination of AWS secret key ID and AWS secret access key for logging programmatically. We recommend avoiding creation of IAM users and use IAM roles with temporary credentials wherever possible. If there is a requirement to create IAM users, we recommend to regularly update passwords and [rotate](https://docs.aws.amazon.com/prescriptive-guidance/latest/patterns/automatically-rotate-iam-user-access-keys-at-scale-with-aws-organizations-and-aws-secrets-manager.html) aws secret keys.

*IAM Group*

IAM Groups group users with the same set of permissions. We can’t login to AWS accounts by using group names, but groups make operations easy to manage a similar set of users. This can be helpful in managing users with the same permissions and reduce our burden of assigning the same permissions again and again to users as compared to adding a new user to the group.

*IAM Role*

IAM Role is similar to IAM User but it is not associated with a specific person or service. It is temporarily assumed by a person or service or another AWS account to perform any task. For example, applications running on an EC2 machine will assume a role to make API calls to other resources, such as downloading a file from S3. This ensures temporary access only for the needed time and is automatically revoked after that. IAM Roles can be created with restricted access and this also helps in preventing any unintended changes to the AWS resources environment.

We recommend IAM roles over IAM users with temporary access for a limited period of time. There may be some use-cases where IAM Users will be explicitly required, such as third-party workloads with inability to assume IAM roles, [AWS CodeCommit](https://docs.aws.amazon.com/codecommit/latest/userguide/welcome.html) access, Amazon Keyspaces access or any IAM users created for any emergency issues (we should ensure [Multi-Factor authentication](https://aws.amazon.com/iam/features/mfa/) in these cases).

*IAM Policy*

IAM [Policy](https://docs.aws.amazon.com/IAM/latest/UserGuide/access_policies.html) is a JSON object (apart from [access control lists](https://docs.aws.amazon.com/IAM/latest/UserGuide/access_policies.html#policies_acl) policy type which we discussed in Chapter 10 and is based on [XML structure](https://docs.aws.amazon.com/AmazonS3/latest/userguide/acl-overview.html)) representing a set of permissions which is attached to an IAM identity (user, group or role) or an AWS resource. Consider the example above regarding how EC2 can be provided access to download objects from S3.  Now for that role to have S3 download permissions, we need to attach an IAM policy similar to the code below. The [JSON document of IAM policy](https://docs.aws.amazon.com/IAM/latest/UserGuide/access_policies.html#access_policies-json) essentially contains Effect as Allow or Deny, with Action specifying all the resource operations and Resource specifying determined resources with additional elements such as Condition, Principal and Sid.

{

  "Version": "2012-10-17",

  "Statement": [

{

   "Effect": "Allow",

   "Action": ["s3:ListBucket"],

   "Resource": ["arn:aws:s3:::samplebucket"]

},

{

   "Effect": "Allow",

   "Action": [

     "s3:GetObject"

   ],

   "Resource": ["arn:aws:s3:::samplebucket/\*"]

}

  ]

}

In Chapter 9 we discussed bringing Cafe Delhi Heights online in relation to different AWS storage services. Now you’ve created an AWS account to host and operate the restaurant online and hired many people to help you out. Everyone contributing in development and testing of software applications will require access to the AWS account. There are multiple ways you can provide access:

* Share the root credentials with everyone in the team. We don’t recommend this option, as it provides complete access to everyone. This is not required and might be misused—either knowingly or unknowingly.
* Create IAM users and associate them to groups such as developer-group, devops-group, support-group, etc. This can still be considered a preferred option, but there are some downsides as we discussed in the IAM Role section above.
* You might already be managing the team via some Identity provider (IdP) such as Google, Facebook, Amazon, etc. We can create an IAM Identity Provider entity to establish trust between the IdP and AWS account. This helps all users to assume an IAM role for a limited time and a limited set of permissions without exposing AWS access keys.

As different teams work together, there will always be use cases where one team requires access to an AWS resource in another team’s AWS account, or it could be possible that multiple teams own resources in the same account. For these scenarios, the access can be managed via trust and permissions policies also referred to as *Delegation*. The trust policy specifies trusted account members that are allowed to assume a role, and the permission policy specifies what permissions a trusted user has to perform a task.

AWS IAM helps with securing and managing different AWS resources access. AWS offers another service for user pool management working as a Identity Provider(IdP) and many other features for user authentications. Let’s dig into this service, Amazon Cognito, in the next section.

**Amazon Cognito**

Amazon Cognito is a fully managed highly scalable Customer Identity and Access Management (CIAM) service which helps customers set up and manage their identity pools for authentication (AuthN) and authorization (AuthZ). Amazon Cognito takes the complete ownership of managing compute and storage for supporting this. We can use Amazon Cognito for new user registrations, existing user logins, maintaining guest users and defining access controls. Let’s take a look at a simple example: we want customers of our online restaurant platform to be able to upload images along with food reviews. To allow customers to upload an image directly to our AWS account’s S3 bucket, we can provide temporary write access via Amazon Cognito.

**NOTE**

AuthN establishes the identity of an entity and AuthZ determines what this entity has access to.

In AWS account access terms, AuthN establishes if you can login to an AWS account and AuthZ establishes if you can access a specific AWS resource.

There are certain concepts we should dive deep into for understanding working of Amazon Cognito:

*Identity Providers*

An Identity Provider (IdP) holds responsibility for storage and management of user’s digital identities. Amazon Cognito can itself act as an IdP and we can also integrate it with third-party IdPs (supported protocols are [OAuth 2.0](https://oauth.net/2/), [SAML](https://en.wikipedia.org/wiki/SAML_2.0) and [OIDC](https://en.wikipedia.org/wiki/OpenID)) such as Google, Amazon, Facebook, etc. It is also referred to as Federated Identity since it can be used across the platforms for user authentication. The creation of a trust relationship between AWS and an external identity provider is referred to as Federation. For example, you likely see Google as a sign-in choice on many applications you use day-to-day.

*User Pools*

A User Pool is essentially a user directory which acts as an IdP. The user records are stored in the user pool directory both for users signed in via Cognito or via third-party integrated IdP. It additionally supports all the features such as sign up, forgot password, login, password lengths and policy, enabling MFA, etc.

*Identity Pools*

Amazon Cognito Identity Pools help with temporary credentials for application access both for authenticated and non-authenticated users by taking valid tokens such as JWT token or SAML token as input. The temporary role can be assigned to users based on different tags we specify for users. If we look at an example of online food ordering for Cafe Delhi Heights restaurant, the users are allowed to look for food and select food items without logging into the system, but to finally place an order, users must be logged into the system. This can be managed by redirecting to Amazon Cognito Hosted UI once the user clicks on “place order” and then again redirects to payments to confirm order.

*User Pool Hosted UI*

We need some kind of user interface for users to sign up or login to our application. Amazon Cognito offers a URL hosted by AWS for interaction between users and our application. This interface can include email, password for login, or any integrated third-party IdPs as shown in [Figure 8-2](https://learning.oreilly.com/library/view/system-design-on/9781098146887/ch08.html#fig_2_amazon_cognito_hosted_ui). Once users are authenticated, they are directed to a specific application page specified as a redirect URL. We can also [customize](https://docs.aws.amazon.com/cognito/latest/developerguide/cognito-user-pools-app-ui-customization.html) the UI page as necessary, for example with a custom logo or CSS customizations.

*Triggers*

We can consume [Cognito Events](https://docs.aws.amazon.com/cognito/latest/developerguide/cognito-user-identity-pools-working-with-aws-lambda-triggers.html" \t "_blank) such as user pre-authentication or post-authentication   and run Lambda functions based on them via Amazon Cognito Triggers. The Lambda triggers can help with running extra logic for AuthN and AuthZ of users for underlying applications. For example, we can run a custom set of rules of validation, such as noting that the user location for accessing a particular web page should be India before a user can sign up to the application.
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**Figure 8-2. Amazon Cognito Hosted UI**

There are different ways software applications can interact with Amazon Cognito for AuthN and AuthZ:

* Users interact with Amazon Cognito via the frontend application to get a token and use the same token in subsequent API calls. The backend application can interact with Amazon Cognito via AWS SDK Amazon Cognito APIs to validate those tokens against the users.
* Amazon Cognito provides native integration with API gateway without any customer efforts. In case our application APIs are offered via API gateway, we don’t require manual token verification and it can be handled automatically as per the configurations.
* We can also use AWS Amplify to reduce the manual setup at our end and it automatically creates required infrastructure. We can use AWS SDK to interact with Amazon Cognito.

Let’s get back to our example of using Amazon Cognito to assign temporary credentials for uploading an object to Amazon S3. There are essentially two ways of doing this: with Amazon Cognito or by using [S3 pre-signed URLs](https://docs.aws.amazon.com/AmazonS3/latest/userguide/PresignedUrlUploadObject.html). Let’s discuss both of these options in more detail:

*S3 pre-signed URL*

A pre-signed URL can be created with specific permissions on an S3 bucket or a specific object—note that the creator of the pre-signed URL should have the permissions to create it. The one downside of this approach could be pre-defining the object key name, so in order to create pre-signed URLs at runtime, we need some compute layer in between. For example, an AWS Lambda captures file name from a client, then creates a S3 pre-signed URL and responds back to clients to further upload an object.

*Amazon Cognito*

We can use Amazon Cognito’s Identity Pools to assign temporary credentials to users and allow them to directly upload files to S3. The use of this definitely depends on the kind of use-case we’re working on, as this option requires Amazon Cognito setup. It could make our work easy if there is already a setup in place for users AuthN and AuthZ.

The above options can also be used in conjunction as Amazon Cognito authenticates users and generation of pre-signed URL is handled by Lambda. We talked about temporary role assignment based on different tags in Identity Pools—the role can also be assigned based on token and IAM policy, such as you get the role related information as part of the token and you can use the same to assign the role. For requirements with dynamic role creation, [attributes for access control](https://docs.aws.amazon.com/cognito/latest/developerguide/attributes-for-access-control.html) can be helpful in IAM policy.

In the fast pace of development, AWS really helps by providing services such as IAM or Cognito to help with AuthN and AuthZ and we don’t need to build solutions from ground up. Yet another service is AWS AppSync to help frontend and backend teams scale independently in development of APIs at large scale. Let’s look into what AWS AppSync has to offer.

**AWS AppSync**

To fully understand how AWS AppSync works, let’s look at how food items are being displayed to customers on an online food ordering platform. The frontend application essentially displays food items along with their prices, restaurant coupons, food reviews, etc. and this data is maintained by different applications in backend microservices architecture. Here, the frontend application has two options, the first being to invoke APIs of each service and gather data, and the second being to have a single API which collects data from all these different backend services and returns to the frontend.

Recall that we discussed [GraphQL](https://graphql.org/" \t "_blank) in Chapter 6–Communications Networks and Protocols. AWS AppSync is essentially a single GraphQL endpoint that can be used to query multiple databases, microservices and APIs in a single network call. In the above example as well, we can use AWS AppSync to expose a single endpoint to the frontend which can gather data from different microservices. AWS AppSync can also be used for creation of Pub/Sub APIs to publish notifications to subscribed clients such as real-time sports updates via fully managed serverless websocket connections.

Let’s move forward to understand the base components you should be aware of to start with AWS AppSync:

*GraphQL Schema*

GraphQL Schema is essentially a data model specifying the query pattern for data retrieval.

*Resolvers*

Resolvers are the components that provide a link between schema and different data sources. They are responsible for the conversion of GraphQL payload to underlying system protocol and execute if there are associated IAM permissions.

*Data Sources*

Data Source is the data destination from which Resolvers can fetch the data using the access credentials. For example, DynamoDB, RDS, lambda, HTTP endpoints. The data sources shown in [Figure 8-3](https://learning.oreilly.com/library/view/system-design-on/9781098146887/ch08.html#fig_3_appsync_integration_with_multiple_data_sources) can be present in the same AWS account or different AWS accounts.

*Merged API*

A single AppSync API constructed from merge operation of multiple source APIs GraphQL schemas, resolvers and data sources. The source APIs can be managed by independent teams and they can collaborate via Merged API.

![AppSync integration with multiple data sources](data:image/png;base64,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)

**Figure 8-3. AppSync integration with multiple data sources**

Now you might argue, why use AWS AppSync instead of deploying our own GraphQL infrastructure? The reason is fairly simple—using AWS AppSync removes all the operational overhead from the customer’s plate, along with development effort for AuthN & AuthZ, caching, encryption and serving advanced use-cases such as building chat functionality, location aware notifications, live gaming scoreboards, [offline support along with AWS Amplify](https://aws.amazon.com/blogs/mobile/aws-appsync-offline-reference-architecture/), etc. To offer these benefits, AWS AppSync is a fully serverless application which offers [build-time composition of merged APIs](https://d1.awsstatic.com/events/Summits/reinvent2022/FWM316_Accelerate-GraphQL-API-app-development-and-collaboration-with-AWS-AppSync.pdf) and easy integration with AWS services such as AWS WAF, Cloudwatch, Cognito and TLS encryption support.

**Conclusion**

As you know by this point, AWS offers a wide variety of services and it is very important to understand your business requirements to know how to utilize the best services for your goals. For example, a fully managed serverless application such as AWS Step Functions will not give us full visibility around how workflows are orchestrated behind the scenes, but the important question is do we really need to know that? Because AWS SFn is saving us a lot of management and operations costs with additional debugging capabilities via visual workflows.

We’ve also stressed upon application monitoring as an important aspect for ensuring high availability and this can also be achieved by placing metrics, logs and alarms in CloudWatch. We later deep dived into how authentication and authorization services can help in securing our applications and how different components in the AWS infrastructure environment can communicate with each other in a secure and restricted way. We recommend followig the principle of Least Privilege, essentially providing only the minimum set of permissions to application, user or another AWS account that is required to perform an operation.

In the next chapter, we’ll explore how we can launch big data and machine learning workloads on AWS cloud and operate at large scale to serve our customers.